INTRODUCTION

Microchip’s RTCC product line represents a new and unique way to add functionality like Real-Time Clock and Calendar, EEPROM, RAM and Extended Unique Identifier (EUI) to an application. With the small 8-pin packages and \( \text{I}^2\text{C} \) compatible interface, this device gives the designer added system flexibility. This application note covers details on interfacing RTCC devices with 8-bit PIC\(^\text{®}\) MCUs (PIC16F, PIC18F, etc.). The PIC18 Explorer demo board (DM183032) with the MCP79410 RTCC PICtail\(^\text{™}\) Plus daughter card (AC164140) are used as hardware.

The RTCC product line can work up to 400 kHz speed using \( \text{I}^2\text{C} \) interface. The MSSP module, available on many PIC microcontrollers, provides a very easy-to-use interface for communicating with the MCP7941X series devices. The biggest benefit of using the MSSP module is that the signal timings are handled through hardware rather than software. This allows the firmware to continue executing while communication is handled in the background. This also means that an understanding of the timing specifications associated with the \( \text{I}^2\text{C} \) protocol is not required in order to use the MCP7941X series devices in designs.

This application note is intended to serve as a reference for communicating with Microchip’s MCP7941X series RTCC devices with the use of the MSSP module featured on many PIC16 and PIC18 family of devices.

Figure 1 shows the hardware schematic for the interface between Microchip’s MCP7941X series devices and the PIC16F1937 PIC microcontroller. The schematic shows the connections necessary between the microcontroller and the RTCC device as tested, and the software was written assuming these connections.

The SDA and SCL pins are open-drain terminals, and therefore, require pull-up resistors to Vcc (typically 10 k\( \Omega \) for 100 kHz, and 2 k\( \Omega \) for 400 kHz and 1 MHz). The MFP of MCP7941X is also pulled up with a resistor (10k\( \Omega \)). This pin serves multiple functionality and its various functions will be described later in this document. Figure 1 shows typical hardware connections for the MCP7941X family of RTCC with PIC MCUs.
FIRMWARE DESCRIPTION

The purpose of the firmware is to facilitate the designer while interfacing the MCP7941X family of devices with an 8-bit PIC microcontroller. The firmware is written using the HI-TECH C compiler. The developed driver for MCP7941X is generic enough to be ported to 8-bit PIC MCUs with little or no code change (provided the PIC device has an on-chip MSSP module). The firmware has multiple files organized as shown in Figure 2.

FIGURE 2: CODE EXAMPLE

I2C_Driver.C

This source file includes low-level APIs to access the MSSP of 8-bit PIC devices. It mainly includes the following functions:

• InitI2C: Initializes the MSSP module of the 8-bit PIC device in I2C Master mode. It configures speed of operation for I2C communication. The firmware is set to be used for 100 kHz I2C speed where the system clock of the 8-bit PIC device is assumed to be 10 MHz.
• CHECK_I2C_IDLE: It is required for the MSSP module to make sure that the I2C bus is idle before initiating any transactions or events. This API is a blocking function and returns only if the I2C bus is idle. It does not return any value.
• WRITE_I2C: This API writes a byte to the addressed slave I2C device connected to the MSSP module.
• READ_I2C: This API reads a byte from the addressed slave I2C device connected to the MSSP module.
• WriteI2CMultipleByte: This API allows writing multiple bytes to the addressed slave I2C device. This API should be used when a block write is to be performed.
• ReadI2CMultipleByte: This API allows reading multiple bytes from the addressed slave I2C device. This API should be used when a block read is to be performed.

RTCC_Driver.C

This source file includes APIs required to access all functionalities of MCP7941X. Details on each API are provided in this document in the next section.

RTCC_PIC16_Main.C

This source file shows how to use provided APIs and access MCP7941X.
ACCESSING MCP7941X FUNCTIONALITIES

It is assumed that the hardware is developed as shown in Figure 1. The MCP7941X family of devices not only have RTCC functionality but also include other features like on-chip SRAM (64 Bytes), on-chip EEPROM (128 bytes) and unique ID as either 48 or 64 bits long.

Accessing RTCC Functionalities

There are two power sources for MCP7941X where VCC is the default power source. MCP7941X has the capability to maintain time-stamp even in the absence of VCC. It is important to note that communication over I2C with MCP7941X can be established only during the presence of VCC. Hence, it is the responsibility of the designer to make sure VCC is available to MCP7941X before initiating any transactions over I2C bus. In other words, when MCP7941X is powered from VBAT, neither a read nor write operation can be performed to MCP7941X.

INIT RTCC

This API initializes MCP7941X and configures it to start the oscillator or RTCC. Refer to the MCP7941X data sheet (DS22266) for more details on available options. This API must have been called once before accessing any functionality of RTCC. By default, I2C is configured for 100 kHz speed where the system clock of the PIC device is assumed to be 10 MHz. The default initialization code generates 1 Hz (non-calibrated) square wave output on the MFP pin of MCP7941X. MCP7941X can also be configured to generate an interrupt when either a alarm0 or alarm1 event occurs. The polarity of the interrupt is also configurable using the ALMxPOL bit. If the end product is expected to remain in storage condition for an extended period of time before its actual usage, then the ST bit (MSB of Seconds register) can be cleared to stop the oscillator, which results in saving battery charge.

SETTING DATE AND TIME IN MCP7941X

To ease the access of RTCC, a structure is implemented to read/write time-stamp. The following user-defined structures are created in driver files which are useful to access time-stamp:

- RTCCTimeDate: This structure has members for both time and date as detailed below.
  - Day
  - Sec
  - Min
  - Hour
  - Month
  - Year
ReadRTCCTime

This API function is similar to the ReadRTCCTimeDate API except it reads only the time. Figure 3 shows the waveform of the I2C bus when this API is called.

**EXAMPLE 1: READING TIME FROM RTCC**

```c
#include<htc.h>
#include "RTCC_Driver.h"

__CONFIG(FOSC_HS & WDTE_OFF & PWRT_OFF & MCLRE_ON & CP_OFF & CPD_OFF & BOREN_OFF & IESO_OFF & FCREN_OFF);

__CONFIG(VCAPEN_OFF & PLLEN_OFF & LVP_OFF);

RTCCTime Rtcctime;

void main(void)
{
    InitRTCC();
    ReadRTCCTime(&Rtcctime);
    while(1)
    {
        //Other application tasks
    }
}
```

**FIGURE 3: READING TIME FROM RTCC (HOURS = 0X12, MINUTES = 0X39, SECONDS = 0X05)**

<table>
<thead>
<tr>
<th></th>
<th>Time</th>
<th>Addr Length</th>
<th>Address</th>
<th>R/W</th>
<th>Length</th>
<th>Data</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>5.10775 ms</td>
<td>?</td>
<td>0xde</td>
<td>87</td>
<td>1</td>
<td>0x00</td>
</tr>
<tr>
<td>2</td>
<td>207.699 µs</td>
<td>?</td>
<td>0xd0</td>
<td>82</td>
<td>1</td>
<td>0x05</td>
</tr>
<tr>
<td>3</td>
<td>481.738 µs</td>
<td>?</td>
<td>0xde</td>
<td>87</td>
<td>1</td>
<td>0x01</td>
</tr>
<tr>
<td>4</td>
<td>674.513 µs</td>
<td>?</td>
<td>0xd0</td>
<td>82</td>
<td>1</td>
<td>0x0b</td>
</tr>
<tr>
<td>5</td>
<td>928.922 µs</td>
<td>?</td>
<td>0xde</td>
<td>87</td>
<td>1</td>
<td>0x02</td>
</tr>
<tr>
<td>6</td>
<td>1.13973 ms</td>
<td>?</td>
<td>0xd0</td>
<td>82</td>
<td>1</td>
<td>0x12</td>
</tr>
</tbody>
</table>
WriteRTCCTime

This API function is similar to the WriteRTCCTime-Date API except it writes only the time. Figure 4 shows the waveform of the I²C bus when this API is called.

EXAMPLE 2: WRITE TIME TO RTCC

```c
#include<htc.h>
#include "RTCC_Driver.h"
__CONFIG(FOSC_HS & WDTE_OFF & PWRT_OFF & MCLRE_ON & CP_OFF & CPD_OFF & BOREN_OFF & IESO_OFF & FCMEN_OFF);
__CONFIG(VCPEN_OFF & PLLN_OFF & LVP_OFF);
RTCCTime Rtcctime;
void main(void)
{
  InitRTCC();
  Rtcctime.Hour = 0x12;//Write 0x12 to hour register
  Rtcctime.Min = 0x34;//Write 0x34 to minute register
  Rtcctime.Sec = 0x56;//Write 0x56 to second register
  WriteRTCCTime(&Rtcctime);
  while(1)
  {
    //Other application tasks
  }
}
```

FIGURE 4: WRITE TIME TO RTCC (HOURS = 0X12, MINUTES = 0X34, SECONDS = 0X56)
ReadRTCCDate

This API function is similar to the ReadRTCDate API except it reads only the date. Figure 5 shows the waveform of the I²C bus when this API is called.

EXAMPLE 3: READ DATE FROM RTCC

```c
#include<stdio.h>
#include "RTC_Driver.h"
__CONFIG(FOSC_HS & WDE_OFF & WRT2_OFF & MCLRE_ON & CP_OFF & CPD_OFF & BOREN_OFF & IESO_OFF & FCMEN_OFF);
__CONFIG(VCAPEN_OFF & PLLN_OFF & LVP_OFF);
RTCCDate Rtccdate;
void main(void)
{
  InitRTCC();
  ReadRTCCDate(&Rtccdate);//Read Date from RTCC
  while(1)
  {
    //Other application tasks
  }
}
```

FIGURE 5: READ DATE FROM RTCC (DAY = 0X01, DATE = 0X18, MONTH = 0X04, YEAR = 0X11)
WriteRTCCDate

This API function is similar to the WriteRTCCTime API except it reads only the date. Figure 6 shows the waveform of the I²C bus when this API is called.

EXAMPLE 4: WRITING DATE TO RTCC

```c
#include<htc.h>
#include "RTCC_Driver.h"
__CONFIG(FOSC_HS & WDTE_OFF & PWRTE_OFF & MCLRE_ON & CP_OFF & CPD_OFF & BOREN_OFF &
IESO_OFF & FCMEN_OFF);
__CONFIG(VCAPEN_OFF & PLLEN_OFF & LVP_OFF);
RTCCDate Rtccdate;
void main(void)
{
    InitRTCC();
    //Write RTCC with date as Monday, 18th April, 2011
    Rtccdate.Day = 1;
    Rtccdate.Date = 0x18;
    Rtccdate.Month = 0x04;
    Rtccdate.Year = 0x11;
    WriteRTCCDate(&Rtccdate);
    while(1)
    {
        //Other application tasks
    }
}
```

FIGURE 6: WRITING DATE TO RTCC (DAY = 0x01, DATE = 0x18, MONTH = 0x04, YEAR = 0x11)
SETTING ALARM IN MCP7941X

MCP7941X has two alarms available which are user configurable. Each alarm is named as ‘0’ and ‘1’. To access either alarm, an “RTCCAlarm” structure is defined. For each alarm, there is a separate read and write API available.

- ReadRTCCAlarm0
- WriteRTCCAlarm0
- ReadRTCCAlarm1
- WriteRTCCAlarm1
- ReadRTCCAlarm0Flag
- ReadRTCCAlarm1Flag

It is important to note that when the current time-stamp hits the pre-set value of either alarm0 or alarm1, the respective flag is set, which must be cleared by host firmware. To clear these flags, APIs are available which can be called when the alarm event occurs.

Oscillator Requirement for MCP7941X

The accuracy of the time-keeping function heavily relies on the accuracy of the clock source provided to MCP7941X. MCP7941X has necessary circuits on-chip by which an external crystal (32.768 kHz) can be easily connected. It is recommended to observe the temperature dependency of the crystal when accuracy of the RTCC functionality is very important in an electronic product. The X1 pin of MCP7941X can be used if an external clock source needs to be used. It is recommended to follow a careful PCB layout for the crystal placement. The pin capacitance of X1 and X2 may be required for consideration when higher accuracy from MCP7941X is desired. A reference Gerber file for layout is available from www.microchip.com.

Battery Back-Up in MCP7941X

A dedicated pin, VBAT, is provided to keep the time function running even in the absence of Vcc. A typical CR2032 can be used as battery with MCP7941X. It is important to note that I2C communication is not available when MCP7941X derives its power from the VBAT pin. MCP7941X has the ability to store the time-stamp of Vcc failure and Vcc restore. Two separate APIs are provided to read Vcc failure and restore time.

- ReadRTCCTimeStamp_Vcc_Fail
- ReadRTCCTimeStamp_Vcc_Restore

These time-stamps get overwritten on consecutive failure/restore events. The power-fail time-stamp registers are cleared when the VBAT bit is cleared in software.

Calibrating MCP7941X

It is required to calibrate MCP7941X due to the inaccuracy of the input clock source. More details on calibration can be found in the MCP7941X data sheet (DS22266). Two APIs are provided to access the calibration registers of MCP7941X.

- ReadRTCC_Cal_Reg
- WriteRTCC_Cal_Reg

The "ReadRTCC_Cal_Reg" API reads the calibration value loaded into the CALREG register. "WriteRTCC_Cal_Reg" API write the desired value into the CALREG register.

Multi-Function Pin (MFP) in MCP7941X

The MFP can be used to generate four different frequencies of square wave. This MFP can also be used to interrupt the PIC device when an alarm event occurs. Figure 7 shows the square wave output on the MFP pin.

FIGURE 7: OUTPUT ON MFP, NON-CALIBRATED
**Additional Useful Features of MCP7941X**

MCP7941X comes with on-chip SRAM, EEPROM and unique ID. If desired, the unique ID can be EUI-48™ or EUI-64™. SRAM is a volatile memory and preserves its data if Vcc fails, provided power from the VBAT pin is available.

**Accessing SRAM in MCP7941X**

Following are four basic APIs provided to access on-chip SRAM of MCP7941X. The lower-level APIs take care of appropriate addressing for I^2C bus requirements when one of the following APIs is called.

**ReadSRAMByte**

A byte is read and returned when “ReadSRAMByte” is called. The user needs to pass the desired SRAM address while calling “ReadSRAMByte” API. Figure 8 shows the waveform of the I^2C bus when this API is called.

**EXAMPLE 5: READ A BYTE FROM SRAM**

```c
#include<htc.h>
#include "RTCC_Driver.h"

__CONFIG(FOSC_HS & WDTE_OFF & PWRE_OFF & MCLRE_ON & CP_OFF & CPD_OFF & BOREN_OFF & IESO_OFF & FCMEN_OFF);
__CONFIG(VCAPEN_OFF & PLLEN_OFF & LVP_OFF);

void main(void)
{
    unsigned char ReadVal = 0;
    InitRTCC();
    ReadVal = ReadSRAMByte(0x10);
    while(1)
    {
        //Other application tasks
    }
}
```

**FIGURE 8: READ A BYTE FROM SRAM (ADDRESS = 0X10, DATA = 0XAA)**

![Waveform Diagram](image-url)
WriteSRAMByte

A byte can be written when "WriteSRAMByte" is called. The user needs to pass the desired SRAM address and data while calling "WriteSRAMByte" API. Figure 9 shows the waveform of the I2C bus when this API is called.

EXAMPLE 6: WRITE A BYTE FROM SRAM

```c
#include<htc.h>
#include "RTCC_Driver.h"
__CONFIG(FOSC_HS & WDTE_OFF & PWRTE_OFF & MCLRE_ON & CP_OFF & CPD_OFF & BOREN_OFF & IESO_OFF & FCMEN_OFF);
__CONFIG(VCAPEN_OFF & PLLN_OFF & LVP_OFF);
void main(void)
{
  InitRTCC();
  WriteSRAMByte(0x10,0xAA);
  while(1)
  {
    //Other application tasks
  }
}
```

FIGURE 9: WRITE A BYTE FROM SRAM (ADDRESS = 0X10, DATA = 0XAA)
ReadSRAMBlock

There is no page in SRAM which is organized as 64 X 8 bits. If required, the entire block of 64 bytes of SRAM can be read using "ReadSRAMBlock". The user is required to pass a pointer to an array where the size of the array is required to be 64. This array is updated with the read values. Figure 10 shows the waveform of the I²C bus when this API is called.

EXAMPLE 7: READ A BLOCK FROM SRAM

```c
#include<htc.h>
#include "RTCC_Driver.h"

__CONFIG(FOSC_HS & WDTE_OFF & PWRT_OFF & MCLRE_ON & CP_OFF & CPD_OFF & BOREN_OFF &
           IESO_OFF & FCMEN_OFF);

__CONFIG(VCAPEN_OFF & PLLEN_OFF & LVP_OFF);

unsigned char Temp_Arr[64];

void main(void)
{
    InitRTCC();
    ReadSRAMBlock(&Temp_Arr[0]);
    while(1)
    {
        //Other application tasks
    }
}
```

FIGURE 10: READ A BLOCK (64 BYTES) FROM SRAM, FIRST 13 BYTES SHOWN
WriteSRAMBlock

The entire 64 bytes of SRAM can be written using "WriteSRAMBlock" API. The user is required to pass a pointer to an array where the size of the array is required to be 64. Figure 11 shows the waveform of the I²C bus when this API is called.

EXAMPLE 8: WRITE A BLOCK (64 BYTES) TO SRAM

```c
#include<htc.h>
#include "RTCC_Driver.h"
__CONFIG(FOSC_HS & WDTE_OFF & PWRE_OFF & MCLRE_ON & CP_OFF & CPD_OFF & BOREN_OFF & IESO_OFF & FCMEN_OFF);
__CONFIG(VCAPEN_OFF & PLLDEN_OFF & LVP_OFF);
unsigned char Temp_Arr[64];
void main(void)
{
InitRTCC();
WriteSRAMBlock(&Temp_Arr[0]);
while(1)
{
//Other application tasks
}
}
```

FIGURE 11: WRITE A BLOCK (64 BYTES) TO SRAM, FIRST 15 BYTES SHOWN
Accessing EEPROM in MCP7941X

MCP7941X has on-chip 1 Kbits of EEPROM organized as 128 x 8 bits. Following are four basic APIs provided to access EEPROM. The lower-level APIs take care of the appropriate addressing for the I2C bus requirement when one of the following APIs is called.

ReadEEPROMByte

A byte of EEPROM can be read using “ReadEEPROMByte” API. The user needs to pass the desired EEPROM address while calling “ReadEEPROMByte” API. Figure 12 shows the waveform of the I2C bus when this API is called.

EXAMPLE 9: READING A BYTE FROM EEPROM

```c
#include<htc.h>
#include "RTCC_Driver.h"
__CONFIG(FOSC_HS & WDTE_OFF & PWRT_OFF & MCLRE_ON & CP_OFF & CPD_OFF & BOREN_OFF & IESO_OFF &
FCMEN_OFF);
__CONFIG(VCAPEN_OFF & PLLSEN & LVP_OFF);
void main(void)
{"unsigned char ReadVal = 0;
InitRTCC();
//Read EEPROM address 0x10 and store the read value to “ReadVal”
ReadVal = ReadEEPROMByte(0x10);
while(1)
{"//Other application tasks
}"
}
```

FIGURE 12: READ A BYTE FROM EEPROM: ADDRESS = 0X10
WriteEEPROMByte

A byte can be written when "WriteEEPROMByte" is called. The user needs to pass the desired EEPROM address and data while calling "WriteEEPROMByte" API. Figure 13A shows the waveform of the I²C bus when this API is called. This API does not check whether EEPROM is idle or not. If a consecutive write is required using this API, then EEPROMBusy API must be called between two calls of WriteEEPROMByte. Figure 13B shows the waveform of the I²C bus when EEPROMBusy API is called.

EXAMPLE 10: WRITE A BYTE TO EEPROM

```c
#include<htc.h>
#include "RTCC_Driver.h"
__CONFIG(FOSC_HS & WDTE_OFF & PWRTE_OFF & MCLRE_ON & CP_OFF & CPD_OFF & BOREN_OFF & IESO_OFF & FCMEN_OFF);
__CONFIG(VCAPEN_OFF & PLLEN_OFF & LVP_OFF);
void main(void)
{
    InitRTCC();
    //Write 0x55 to EEPROM address 0x10
    WriteEEPROMByte(0x10,0x55);
    while(1)
    {
        //Other application tasks
    }
}
```

FIGURE 13A: WRITE A BYTE TO EEPROM: ADDRESS = 0X10, DATA = 0X55

<table>
<thead>
<tr>
<th>Time</th>
<th>Addr Length</th>
<th>Address</th>
<th>R/W Length</th>
<th>Data</th>
<th>Status</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>6.13905 µs</td>
<td>7</td>
<td>57</td>
<td>0x10</td>
<td>0x55</td>
</tr>
</tbody>
</table>
FIGURE 13B: POLLING FOR ACKNOWLEDGEMENT FROM EEPROM

<table>
<thead>
<tr>
<th></th>
<th>Time</th>
<th>Addr Length</th>
<th>Address</th>
<th>RAW Length</th>
<th>Data</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>3.01051 ms</td>
<td>7</td>
<td>007</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>2</td>
<td>4.04492 ms</td>
<td>7</td>
<td>007</td>
<td>0</td>
<td></td>
</tr>
</tbody>
</table>
**ReadEEPROMPage**

The entire 128 bytes of EEPROM is divided into pages and each page has 8 bytes. "ReadEEPROMPage" API can be used to read the entire page of the EEPROM.

**EXAMPLE 11: READ A PAGE FROM EEPROM**

```c
#include<htc.h>
#include "RTCC_Driver.h"
__CONFIG(FOSC_HS & WDTE_OFF & PWRT_Off & MCLRE_ON & CP_OFF & CPD_OFF & BOREN_OFF &
IESO_OFF & FCMEN_OFF);
__CONFIG(VCPEN_OFF & PLL_EN_OFF & LVP_OFF);
unsigned char ReadBuf[8];
void main(void)
{
    InitRTCC();
    //Read a page from EEPROM starting from address 0x00
    ReadEEPROMPage(&ReadBuf[0],0x00);
    while(1)
    {
        //Other application tasks
    }
}
```

**FIGURE 14: READ A PAGE FROM EEPROM (STARTING ADDRESS = 0X00)**

![Waveform of I2C bus when ReadEEPROMPage API is called](image)
ReadEEPROMArray

The entire 128 bytes of EEPROM can be read in a single operation using "ReadEEPROMArray". The user is required to pass three different arguments while calling this API. The user is required to pass a pointer to an array capable of holding required read values with the starting address for read operation and the number of values to be read. Figure 15 shows the waveform of the I2C bus when this API is called.

EXAMPLE 12: SEQUENTIAL READ FROM EEPROM

```c
#include<htc.h>
#include "RTCC_Driver.h"

#include<htc.h>
#include "RTCC_Driver.h"
__CONFIG(FOSC_HS & WDTE_OFF & PWRT_OFF & MCLRE_ON & CP_OFF & CPD_OFF & BOREN_OFF &
IESO_OFF & FCMEN_OFF);
__CONFIG(VCAPEN_OFF & PLLOFF & LVP_OFF);
unsigned char ReadBuf[12];

void main(void)
{
  InitRTC();
  //Read 12 bytes from EEPROM starting from address 0x11
  ReadEEPROMArray(&ReadBuf[0],0x11,12);
  while(1)
  {
    //Other application tasks
  }
}
```

FIGURE 15: SEQUENTIAL READ FROM EEPROM (STARTING ADDRESS = 0X11, NUMBER OF BYTES = 12)
WriteEEPROMPage

Since the entire 128 bytes of EEPROM is divided into pages, in a single operation a maximum of 8 bytes can be written. The user is required to pass a pointer to an array capable of holding 8 values and, as a second argument to this API, the address value is passed from where EEPROM will be written. It is the firmware’s responsibility to pass the second argument carefully or data may be overwritten because when the page boundary is crossed, the internal address counter rolls over to the beginning of the page. If this API is used to write more than 8 bytes consecutively, then it is required to make sure that the internal write operation is completed. This is done using “EEPROMBusy” API. EEPROMBusy API returns ‘0’ if EEPROM is ready for the next operation, otherwise ‘1’. Figure 16 shows the waveform of the I²C bus when WriteEEPROMPage API is called.

EXAMPLE 13: WRITING A PAGE TO EEPROM

```c
#include<htc.h>
#include "RTCC_Driver.h"
__CONFIG(FOSC_HS & WDTE_OFF & PWRT_OFF & MCLRE_ON & CP_OFF & CPD_OFF & BOREN_OFF & IESO_OFF & FCMEN_OFF);
__CONFIG(VCAPEN_OFF & PLLEN_OFF & LVP_OFF);
unsigned char WriteBuf[8];
void main(void)
{
    InitRTCC();
    //Write a page to EEPROM starting from address 0x00
    WriteEEPROMPage(&WriteBuf[0],0x00);
    while(1)
    {
        //Other application tasks
    }
}
```

FIGURE 16: WRITING A PAGE TO EEPROM (STARTING ADDRESS = 0X00 WITH DATA AS 0X00, 0X01, 0X02, 0X03, 0X04, 0X05, 0X06, 0X07)
Accessing Unique ID in MCP7941X

MCP7941X provides 8 bytes of nonvolatile memory, which is part of the EEPROM, as well as additional memory. If required, these 8 bytes can be EUI-48 or EUI-64 to serve as MAC addresses of the product. Alternatively, it can also be used as a unique serial number for the product. The unique ID locations can be read similar to EEPROM. However, to avoid spurious writes to the unique ID locations, it must be unlocked before performing a write operation. Two APIs are provided to access unique ID locations.

EXAMPLE 14: WRITING TO UNIQUE ID LOCATIONS

```c
#include<htcc.h>
#include "RTCC_Driver.h"
__CONFIG(FOSC_HS & WDTE_OFF & PWRT_OFF & MCLRE_ON & CP_OFF & CPD_OFF & BOREN_OFF &
IESO_OFF & FCMEN_OFF);
__CONFIG(VCAPEN_OFF & PLLDEN_OFF & LVP_OFF);
unsigned char WriteBuf[8];
void main(void)
{
    InitRTCC();
    //Write Unique ID locations
    WriteUniqueID(&WriteBuf[0]);
    while(1)
    {
        //Other application tasks
    }
}
```

FIGURE 17: WRITING TO UNIQUE ID LOCATIONS
ReadUniqueID

This API reads unique ID locations and the user is required to pass a pointer to an array capable of holding 8 values. Figure 18 shows the waveform of the I2C bus when this API is called.

EXAMPLE 15: READING FROM UNIQUE ID LOCATIONS

```c
#include<htc.h>
#include "RTCC_Driver.h"
__CONFIG(FOSC_HS & WDTE_OFF & PWRT_OFF & MCLRE_ON & CP_OFF & CPD_OFF & BOREN_OFF & IESO_OFF & FCMEN_OFF);
__CONFIG(VCAPEN_OFF & PLLEN_OFF & LVP_OFF);
unsigned char ReadBuf[8];
void main(void)
{
InitRTCC();
//Read Unique ID locations
ReadUniqueID(&ReadBuf[0]);
while(1)
{
//Other application tasks
}
}
```

FIGURE 18: READING FROM UNIQUE ID LOCATIONS
PORTING THE FIRMWARE TO OTHER PIC16/PIC18 FAMILY OF PIC DEVICES

The firmware available with this application should work out of the box if the PIC18 Explorer demo board, with PIC16F1937 PIM and MCP79410 RTCC PICtail Plus daughter card, is used as the hardware. The firmware is written in 'C' language for ease of portability. The same firmware can be recompiled for other PIC16/ PIC18 devices with little or no change in the firmware. It may be required to change the SSPADD value if the desired I²C clock rate is not 100 kHz, or the system clock to PIC16 is not 10 MHz. Refer to the MSSP module section in the respective PIC16/PIC18 data sheet to determine what value should be loaded into the SSPADD register for communicating with MCP7941X. It may be required to change the Configuration register settings done for PIC devices to meet the target application and/or hardware requirement. The firmware is also made available in MPLAB® X, which is a new IDE platform from Microchip.
CONCLUSION

MCP7941X is a feature-rich Real-Time Clock Calendar. This application note presents how to use Microchip’s \textit{\textsuperscript{TM}} I\textsuperscript{2}C RTCC, MCP79410. This application note is written around the PIC18 Explorer demo board and RTCC PICtail Plus daughter card. The firmware is generic and may be optimized for code size or speed, as required by the application.

ADDITIONAL RECOMMENDED READING

- MCP7941X Data Sheet (DS22266)
- AN1365, Recommended Usage of Microchip Serial RTCC Devices (DS01365)
- TB3065, Enabling Intelligent Automation Using the MCP7941X \textit{\textsuperscript{TM}} I\textsuperscript{2}C RTCC (DS93065)
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