INTRODUCTION

This application note discusses interfacing a 4x4 matrix keypad with MCP23X08 8-Bit GPIO Expander. This application note references the MCP23X08/17 GPIO Expander Keypad/LCD Demo Board (GPIODM-KPLCD).

GPIO Expanders provide easy I/O expansion using standard serial interfaces such as I²C™ and SPI. They are especially useful in applications where pin count is limited on the microcontroller unit (MCU) or if remote inputs / outputs (I/O’s) are needed. It is best to think of an 8-bit GPIO Expander like adding another 8-bit wide digital port to the MCU.

The MCP23X08 8-Bit GPIO Expanders family consists of two (2) devices which are similar, except for their serial interfaces:
- MCP23008 - I²C
- MCP23S08 - SPI

This application note does not detail all of the features of the MCP23X08. Refer to the MCP23008/MCP23S08 Data Sheet, “8-Bit I/O Expander with Serial Interface” (DS21919) for more information.

FEATURE DESCRIPTIONS

The MCP23X08 devices have several features that make them ideal for controlling a 4x4 matrix keypad. These features have been broken down into two main groups:
1. The ports input and output characteristics.
2. The interrupt-on-change feature, which is an important aspect of the key scan method used.

Input and Output Characteristics

There are three (3) registers that control the port pins input and output characteristics that need to be manipulated:
- **GPIO Pull-Up Resistor Register (GPPU):** The GPPU register controls the individually selectable internal 100 kΩ pull-up resistors. When set, the pull-up resistor is enabled.
- **I/O Direction Register (IODIR):** The IODIR register controls the direction of the port pins. A high on the corresponding bit configures the pin as an input and a low configures it as an output.
- **General Purpose I/O Port Register (GPIO):** The GPIO register is the data port of the MCP23X08. Reading from this register reads the state of the port pins. Writing to the GPIO register will write that value to the output latches for each pin. Also, reading of GPIO unlocks the Interrupt Capture Register (INTCAP) and deactivates the interrupt pin (INT), which will be explained in detail later.

Interrupt-On-Change Feature

The MCP23X08 devices have one interrupt output pin (INT), which, if enabled, will activate when an input pin (GP7-GP0) changes state. This is known as interrupt-on-change and can be configured to function with one of the following options:

1. **If the state of the pin changes from the current state.** This option is useful for monitoring a pin where anytime the state of the pin is changed, an action needs to be taken. For example, if the state of the pin switches from high to low, an interrupt will occur. Assuming the interrupt is serviced (cleared) while the pin is low, when the pin changes back to a high state another interrupt will occur. This is a useful option for many applications, but is not desired for this one.

2. **If the pin changes state as compared to a pre-configured default value in the Default Value Register (DEFVAL).** This option is used for the key scan which this application note discusses. An interrupt will occur if the pin is in an opposite state as compared to a pre-configured default input value. For example, if the default value (configured in DEFVAL) is set high, and assuming the pin’s idle state is high, once the corresponding pin changes state from high to low an interrupt will occur. The interrupt condition will stay active as long as the input pin remains in the low state. Once the input pin returns to a high state and the INTCAP or GPIO register is read the interrupt will clear.
Interrupt-On-Change Details

The interrupt pin (INT) can be configured as active low or active high with the IOCON.INTPOL bit. For this application, the default value of active low will be used.

To use the interrupt-on-change feature from a default value for the key scan, three (3) registers must be configured and one (1) register will need to be read. They include:

- **Interrupt-On-Change Enable Register (GPINTEN):** The GPINTEN register sets up each pin for interrupt-on-change. When set, the corresponding pin will be enabled for interrupt-on-change.

- **Interrupt-On-Change Control Register (INTCON):** The INTCON register controls how each pin is used for interrupt on change. If enabled, the pin will be setup for option two (2) (see “Interrupt-On-Change Feature”, item #2) and compared to the value in DEFVAL. If disabled, the pin will be compared to the previous pin value as in item #1 (see “Interrupt-On-Change Feature”).

- **Default Value Register (DEFVAL):** The DEFVAL register sets the comparison value to determine when an interrupt has occurred. When a pin has a state opposite that of the corresponding DEFVAL bit, an interrupt will occur.

- **Interrupt Capture Register (INTCAP):** The INTCAP register is a "read-only" register. When an interrupt occurs, the INTCAP register captures the state of the port pins. INTCAP reflects the state of the port at the time of the interrupt and will remain unchanged until the interrupt is cleared by reading either INTCAP or GPIO registers.

**Note:** The application needs to take into account that the interrupt can only be cleared by reading of the INTCAP or GPIO register after the condition that caused the interrupt no longer exists.
KEY SCAN DESCRIPTION

The keypad is a 4x4 matrix of 16 keys and is connected to the MCP23X08 as shown in Figure 1. The rows of the keypad are connected to the upper nibble of the port, and the columns to the lower nibble. See Figure 2 for the top level flow diagram of the key scan.

There are four things that must happen for the GPIO expander to read the correct key that was pressed:

1. The MCP23X08 must be initialized at startup of the MCU.
2. The MCU must determine if a button is being pressed. If yes, the MCU starts the key scan.
3. The MCU performs the key scan to determine which key is being pressed.
4. Finally, the MCU waits for the key to be released.

Refer to Figures 3 through 6 and Tables 1 through 4 for the register and pin values for the key scan routine.

FIGURE 1: GPIO to Keypad Interface.

FIGURE 2: Key Scan Flow Diagram.
### TABLE 1: INITIAL SETUP

<table>
<thead>
<tr>
<th>Register</th>
<th>Row 1</th>
<th>Row 2</th>
<th>Row 3</th>
<th>Row 4</th>
<th>Col 1</th>
<th>Col 2</th>
<th>Col 3</th>
<th>Col 4</th>
</tr>
</thead>
<tbody>
<tr>
<td>GPIO</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>INTCAP</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>IODIR</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>INTCON</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>DEFVAL</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>GPINTEN</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>GPPU</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Pin Values</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

**Interrupt Pin Value**

| Interrupt Pin Value | 1 |

**FIGURE 3:** Initial Setup.
### TABLE 2: BUTTON PRESSED

<table>
<thead>
<tr>
<th>Register</th>
<th>Row 1</th>
<th>Row 2</th>
<th>Row 3</th>
<th>Row 4</th>
<th>Col 1</th>
<th>Col 2</th>
<th>Col 3</th>
<th>Col 4</th>
</tr>
</thead>
<tbody>
<tr>
<td>GPIO</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>INTCAP</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>IODIR</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>INTCON</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>DEFVAL</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>GPINTEN</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>GPPU</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
</tbody>
</table>

#### Pin Values

<table>
<thead>
<tr>
<th>Row 1</th>
<th>Row 2</th>
<th>Row 3</th>
<th>Row 4</th>
<th>Col 1</th>
<th>Col 2</th>
<th>Col 3</th>
<th>Col 4</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

**Interrupt Pin Value** 0

---

**FIGURE 4:** Button Pressed (Read Row)

MCP23X08

Input = Red
Output = Blue
### TABLE 3: I/O FLIPPED TO READ COLUMN

<table>
<thead>
<tr>
<th>Register</th>
<th>Row 1</th>
<th>Row 2</th>
<th>Row 3</th>
<th>Row 4</th>
<th>Col 1</th>
<th>Col 2</th>
<th>Col 3</th>
<th>Col 4</th>
</tr>
</thead>
<tbody>
<tr>
<td>GPIO</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>INTCAP</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>IODIR</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>INTCON</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>DEFVAL</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>GPIOINTEN</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>GPPU</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
</tbody>
</table>

| Pin Values | 0 | 0 | 0 | 0 | 1 | 1 | 0 | 1 | 0xD |

**Interrupt Pin Value**

**Figure 5: I/O Flipped (Read Column).**
### TABLE 4: WAITING FOR KEY RELEASE

<table>
<thead>
<tr>
<th>Register</th>
<th>Row 1</th>
<th>Row 2</th>
<th>Row 3</th>
<th>Row 4</th>
<th>Col 1</th>
<th>Col 2</th>
<th>Col 3</th>
<th>Col 4</th>
</tr>
</thead>
<tbody>
<tr>
<td>GPIO</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>INTCAP</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>IODIR</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>INTCON</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>DEFVAL</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>GPINTEN</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>GPPU</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
</tbody>
</table>

Pin Values: 1 1 1 0 0 0 0 0 0 0xE0

**Interrupt Pin Value**: 0

**FIGURE 6**: Waiting for Key Release.
INITIALIZATION OF MCP23X08

Refer to Figure 3 and Table 1 for initial setup and configuration of the registers and the initial state of the port pins.

The MCP23X08 must be preconditioned for the key scan at startup of the MCU. Six registers need to be configured during initialization.

Two of the registers need to be configured only during the initialization and will not require further manipulation:

1. **GPIO Pull-Up Resistor Register (GPPU):** The GPPU register controls the 100 kΩ internal pull-up resistors. They are disabled for the rows and enabled for the columns. External resistors are used for the rows to give the designer control over how fast the line will "pull up" when the button is released. This effectively controls the minimum time required between the release of a button and pressing of another.

2. **General Purpose I/O Port Register (GPIO):** The rows and columns are set to a low state through the GPIO register. This is done so that when configured as outputs via the IODIR register the pins will be outputting a low.

The other four registers will have to be initially set up, and will also be manipulated during the key scan, those registers include:

3. **I/O Direction Register (IODIR):** Initially the row pins are set as inputs and the column pins as outputs via the IODIR register. This is done so that the row pins on the MCP23X08 are now inputs with a high state because of the 2.2 kΩ external pull-up resistors, and the columns are now outputting a low. Pressing a button will close a row/column circuit causing an interrupt to occur. (See Figure 4)

4. **Interrupt Control Register (INTCON):** The INTCON register which controls the interrupt-on-change option for each pin, is set for the rows and cleared for the columns. This will set the device to interrupt if a value opposite that of DEFVAL is detected on a row pin.

5. **Default Compare Register for Interrupt-on-change (DEFVAL):** The default value for interrupt on change is then set in DEFVAL with the rows set and the columns cleared. With DEFVAL configured this way, if a row pin changes state from high to low an interrupt will occur.

6. **Interrupt-on-Change Control Register (GPINTEN):** The last step is to enable the rows for interrupt-on-change in the GPINTEN register. Important: the GPINTEN register must be set up last so that setting of the other registers does not inadvertently cause an interrupt.

INITIATE THE KEY SCAN

There are six things that must happen to initiate the key scan:

1. Initially the row pins are configured as inputs through the IODIR register during initialization.
2. The row pins are high because of the 2.2 kΩ external pull-up resistors shown in Figure 1.
3. A single key is pressed by the user.
4. Once a key is pressed, a row/column circuit will be closed and the row (input) will pull low due to the column (output) being driven low. (See Figure 4).
5. The row pin in which the key was pressed is now low, which is opposite of what was set up in the DEFVAL register during initialization.
6. An interrupt will now occur signaling the MCU that a key has been pressed.

DETERMINE WHICH KEY IS PRESSED

When a key depression has been detected and an interrupt generated, the MCU will need to determine which of the keys is being pressed.

See Figure 7 for flow diagram of the key scan and Figures 3 through 6 and Tables 1 through 4 for both pin and register values through the key scan.
KEY SCAN

Because the keys are in a matrix, the MCU must determine which row and column matches the key press. The MCU will then know which key was pressed.

There are six steps to servicing a key press:

1. **Determine Rows:**

   Refer to Figure 4 and Table 2 for the pin and register values for this step. To determine which row the key being pressed is in, the INTCAP register which contains the port value at the time of the interrupt must first be read and put into variable ‘r’. The upper nibble contains the state of the rows with 3 bits high and one low. The highs exist from the 2.2 kΩ external pull-up resistors, and the low comes from the low output of the column pin through the key being pressed.

2. **Reconfigure registers to read columns:**

   Refer to Figure 5 and Table 3. To obtain the column value, four of the registers that were initially setup will now have their values switched:
   - **IODIR:** The IODIR register has its value switched so that the rows are now outputs and the columns inputs.
   - **INTCON/DEFVAL/GPINTEN:** These registers which control the interrupt-on-change feature also all have their values switched. The interrupt-on-change feature is not used for reading of the columns. But if left in its original setup, when the IODIR register has its value changed from 0xF0 to 0x0F and the GPIO register is then read to obtain the column value (explained in next section) the interrupt will be cleared. Once the IODIR register is flipped back to its original setup an interrupt will occur once more. To avoid this, the interrupt-on-change register values are also switched.

3. **Determine Columns:**

   Refer to Figure 5 and Table 3 for the pin and register values. Since the key is still being pressed, reading of the GPIO register will indicate the column of the key press. Once the GPIO register is read, it is put into the variable ‘c’. The 8-bit value in ‘c’ now reflects the state of the port pins on the MCP23X08. The lower nibble contains the state of the column which has three bits high (internal pull-up resistors) and one bit low. The column with the key being pressed is low because of the now low output of the row pin through the key being pressed.
4. **Calculate which key was pressed:**

   Next, the separate row and column values need to be combined into one variable. Variable ‘r’ and ‘c’ are ORed together so that the upper nibble represents the row and the lower nibble the column of an 8-bit value. The resulting value represents the key that was pressed.

5. **Swap I/O Back to Original Setup:**

   Refer to Figure 6 and Table 4. The last step before checking if the key has been released, is to reconfigure the MCP23X08 registers back to their original setup during initialization. They just need to be set appropriately and in the same order as during the initialization. Take care when setting the GPINTEN register back to its original setting that it be set last or an unnecessary interrupt will occur.

6. **Wait for key release:**

   Refer to Figure 8 for the flowchart of checking for key release. Reading of either the GPIO or INTCAP register will clear the interrupt. However, if the interrupt condition still exists (i.e. the button is still being pressed), the interrupt will not clear. This can be used to determine when the key has been released. Because even a very fast key press lasts more than 20 ms, there is no need to constantly be checking for the key to be released. Instead, the MCU might wait 5 ms, then read INTCAP or GPIO to try to clear the interrupt. If the key has been released, the interrupt clears and the MCU goes and performs other tasks. If the key is still being pressed, the MCU waits another 5 ms and tries to clear the interrupt again. This will continue until the interrupt is cleared.

**SUMMARY**

GPIO Expanders provide easy I/O expansion using standard serial protocols such as I²C and SPI. They are especially useful for applications that require remote I/O or if pin count is limited on the MCU.
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